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**Python Introduction**

## What is Python?

Python is a popular programming language. It was created in 1991 by Guido van Rossum.

It is used for:

* web development (server-side),
* software development,
* mathematics,
* system scripting.

### What can Python do?

* Python can be used on a server to create web applications.
* Python can be used alongside software to create workflows.
* Python can connect to database systems. It can also read and modify files.
* Python can be used to handle big data and perform complex mathematics.
* Python can be used for rapid prototyping, or for production-ready software development.

### Why Python?

* Python works on different platforms (Windows, Mac, Linux, Raspberry Pi, etc).
* Python has a simple syntax similar to the English language.
* Python has syntax that allows developers to write programs with fewer lines than some other programming languages.
* Python runs on an interpreter system, meaning that code can be executed as soon as it is written. This means that prototyping can be very quick.
* Python can be treated in a procedural way, an object-orientated way or a functional way.

### Good to know

* The most recent major version of Python is Python 3, which we shall be using in this tutorial. However, Python 2, although not being updated with anything other than security updates, is still quite popular.
* In this tutorial Python will be written in a text editor. It is possible to write Python in an Integrated Development Environment, such as Thonny, Pycharm, Netbeans or Eclipse which are particularly useful when managing larger collections of Python files.

### Python Syntax compared to other programming languages

* Python was designed to for readability, and has some similarities to the English language with influence from mathematics.
* Python uses new lines to complete a command, as opposed to other programming languages which often use semicolons or parentheses.
* Python relies on indentation, using whitespace, to define scope; such as the scope of loops, functions and classes. Other programming languages often use curly-brackets for this purpose.

# Python Syntax

## Execute Python Syntax

As we learned in the previous page, Python syntax can be executed by writing directly in the Command Line:

>>> print("Hello, World!")  
Hello, World!

Or by creating a python file on the server, using the .py file extension, and running it in the Command Line:

C:\Users\Your Name>python myfile.py

## Python Indentations

Where in other programming languages the indentation in code is for readability only, in Python the indentation is very important.

Python uses indentation to indicate a block of code.

### Example

if 5 > 2:  
  print("Five is greater than two!")

Python will give you an error if you skip the indentation:

### Example

if 5 > 2:  
print("Five is greater than two!")

## Comments

Python has commenting capability for the purpose of in-code documentation.

Comments start with a #, and Python will render the rest of the line as a comment:

### Example

Comments in Python:

#This is a comment.  
print("Hello, World!")

### Docstrings

Python also has extended documentation capability, called docstrings.

Docstrings can be one line, or multiline.

Python uses triple quotes at the beginning and end of the docstring:

### Example

Docstrings are also comments:

"""This is a   
multiline docstring."""  
print("Hello, World!")

# Python Variables

## Creating Variables

Unlike other programming languages, Python has no command for declaring a variable.

A variable is created the moment you first assign a value to it.

### Example

x = 5  
y = "John"  
print(x)  
print(y)

Variables do not need to be declared with any particular type and can even change type after they have been set.

### Example

x = 4 # x is of type int  
x = "Sally" # x is now of type str  
print(x)

## Variable Names

A variable can have a short name (like x and y) or a more descriptive name (age, carname, total\_volume). Rules for Python variables:

* A variable name must start with a letter or the underscore character
* A variable name cannot start with a number
* A variable name can only contain alpha-numeric characters and underscores (A-z, 0-9, and \_ )
* Variable names are case-sensitive (age, Age and AGE are three different variables)

Remember that variables are case-sensitive

## Output Variables

The Python print statement is often used to output variables.

To combine both text and a variable, Python uses the + character:

### Example

x = "awesome"  
print("Python is " + x)

You can also use the + character to add a variable to another variable:

### Example

x = "Python is "  
y = "awesome"  
z =  x + y  
print(z)

For numbers, the + character works as a mathematical operator:

### Example

x = 5  
y = 10  
print(x + y)

If you try to combine a string and a number, Python will give you an error:

### Example

x = 5  
y = "John"  
print(x + y)

# Python Numbers

## Python Numbers

There are three numeric types in Python:

* int
* float
* complex

Variables of numeric types are created when you assign a value to them:

### Example

x = 1    # int  
y = 2.8  # float  
z = 1j   # complex

To verify the type of any object in Python, use the type() function:

### Example

print(type(x))  
print(type(y))  
print(type(z))

## Int

Int, or integer, is a whole number, positive or negative, without decimals, of unlimited length.

### Example

Integers:

x = 1  
y = 35656222554887711  
z = -3255522  
  
print(type(x))  
print(type(y))  
print(type(z))

## Float

Float, or "floating point number" is a number, positive or negative, containing one or more decimals.

### Example

Floats:

x = 1.10  
y = 1.0  
z = -35.59  
  
print(type(x))  
print(type(y))  
print(type(z))

Float can also be scientific numbers with an "e" to indicate the power of 10.

### Example

Floats:

x = 35e3  
y = 12E4  
z = -87.7e100  
  
print(type(x))  
print(type(y))  
print(type(z))

## Complex

Complex numbers are written with a "j" as the imaginary part:

### Example

Complex:

x = 3+5j  
y = 5j  
z = -5j  
  
print(type(x))  
print(type(y))  
print(type(z))

# Python Casting

## Specify a Variable Type

There may be times when you want to specify a type on to a variable. This can be done with casting. Python is an object-orientated language, and as such it uses classes to define data types, including its primitive types.

Casting in python is therefore done using constructor functions:

* int()- constructs an integer number from an integer literal, a float literal (by rounding down to the previous whole number) literal, or a string literal (providing the string represents a whole number)
* float() - constructs a float number from an integer literal, a float literal or a string literal (providing the string represents a float or an integer)
* str() - constructs a string from a wide variety of data types, including strings, integer literals and float literals

Integers: x = int(1)   # x will be 1  
y = int(2.8) # y will be 2  
z = int("3") # z will be 3

Floats: x = float(1)     # x will be 1.0  
y = float(2.8)   # y will be 2.8  
z = float("3")   # z will be 3.0  
w = float("4.2") # w will be 4.2

Strings: x = str("s1") # x will be 's1'  
y = str(2)    # y will be '2'  
z = str(3.0)  # z will be '3.0'

# Python Strings

## String Literals

String literals in python are surrounded by either single quotation marks, or double quotation marks.

'hello' is the same as "hello".

Strings can be output to screen using the print function. For example: print("hello").

Like many other popular programming languages, strings in Python are arrays of bytes representing unicode characters. However, Python does not have a character data type, a single character is simply a string with a length of 1. Square brackets can be used to access elements of the string.

Get the character at position 1:

a = "hello"  
print(a[1])

Substring. Get the characters from position 2 to position 5:

b = "world"  
print(b[2:5])

The strip() method removes any whitespace from the beginning or the end:

a = " Hello, World! "  
print(a.strip()) # returns "Hello, World!"

The lower() method returns the string in lower case:

a = "Hello, World!"  
print(a.lower())

The upper() method returns the string in upper case:

a = "Hello, World!"  
print(a.upper())

The replace() method replaces a string with another string:

a = "Hello, World!"  
print(a.replace("H", "J"))

The split() method splits the string into substrings if it finds instances of the separator:

a = "Hello, World!"  
print(a.split(",")) # returns ['Hello', ' World!']

## Command-line String Input

Python allows for command line input. That means we are able to ask the user for input.

The following example asks for the user's name, then, by using the input() method, the program prints the name to the screen:

demo\_string\_input.py

print("Enter your name:")  
x = input()  
print("Hello, " + x)

## **Python Operators**

Operators are used to perform operations on variables and values.

Python divides the operators in the following groups:

* Arithmetic operators
* Assignment operators
* Comparison operators
* Logical operators
* Identity operators
* Membership operators
* Bitwise operators

## Python Arithmetic Operators

Arithmetic operators are used with numeric values to perform common mathematical operations:

![](data:image/png;base64,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)

## Python Assignment Operators

Assignment operators are used to assign values to variables:
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## Python Comparison Operators

Comparison operators are used to compare two values:
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## Python Logical Operators

Logical operators are used to combine conditional statements:
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## Python Identity Operators

Identity operators are used to compare the objects, not if they are equal, but if they are actually the same object, with the same memory location:
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## Python Membership Operators

Membership operators are used to test if a sequence is presented in an object:
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## Python Bitwise Operators

Logical operators are used to combine conditional statements:
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# Python Lists

There are four collection data types in the Python programming language:

* **List** is a collection which is ordered and changeable. Allows duplicate members.
* **Tuple** is a collection which is ordered and unchangeable. Allows duplicate members.
* **Set** is a collection which is unordered and unindexed. No duplicate members.
* **Dictionary** is a collection which is unordered, changeable and indexed. No duplicate members.

When choosing a collection type, it is useful to understand the properties of that type. Choosing the right type for a particular data set could mean retention of meaning, and, it could mean an increase in efficiency or security.

## List

A list is a collection which is ordered and changeable. In Python lists are written with square brackets.

Create a List:

thislist = ["apple", "banana", "cherry"]  
print(thislist)

Change the second item:

thislist = ["apple", "banana", "cherry"]  
thislist[1] = "blackcurrant"  
print(thislist)

## The list() Constructor

It is also possible to use the list() constructor to make a list. To add an item to the list use append() object method. To remove a specific item use the remove() object method. The len() function returns the length of the list.

Using the list() constructor to make a List:

thislist = list(("apple", "banana", "cherry")) # note the double round-brackets  
print(thislist)

Using the append() method to append an item:

thislist = list(("apple", "banana", "cherry"))  
thislist.append("damson")  
print(thislist)

Using the remove() method to remove an item:

thislist = list(("apple", "banana", "cherry"))  
thislist.remove("banana")  
print(thislist)

The len() method returns the number of items in a list:

thislist = list(("apple", "banana", "cherry"))  
print(len(thislist))

## List Methods

Python has a set of built-in methods that you can use on lists.
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## Tuple

A tuple is a collection which is ordered and unchangeable. In Python tuples are written with round brackets.

Create a Tuple:

thistuple = ("apple", "banana", "cherry")  
print(thistuple)

Return the item in position 1:

thistuple = ("apple", "banana", "cherry")  
print(thistuple[1])

You cannot change values in a tuple:

thistuple = ("apple", "banana", "cherry")  
thistuple[1] = "blackcurrant" # test changeability  
print(thistuple)

## The tuple() Constructor

It is also possible to use the tuple() constructor to make a tuple. The len() function returns the length of the tuple.

Using the tuple() method to make a tuple:

thistuple = tuple(("apple", "banana", "cherry")) # note the double round-brackets  
print(thistuple)

The len() method returns the number of items in a tuple:

thistuple = tuple(("apple", "banana", "cherry"))  
print(len(thistuple))

**Note:** You cannot remove items in a tuple.

## Set

A set is a collection which is unordered and unindexed. In Python sets are written with curly brackets.

Create a Set:

thisset = {"apple", "banana", "cherry"}  
print(thisset)

**Note:** the set list is unordered, so the items will appear in a random order.

## The set() Constructor

It is also possible to use the set() constructor to make a set. You can use the add() object method to add an item, and the remove() object method to remove an item from the set. The len() function returns the size of the set.

Using the set() constructor to make a set:

thisset = set(("apple", "banana", "cherry")) # note the double round-brackets  
print(thisset)

Using the add() method to add an item:

thisset = set(("apple", "banana", "cherry"))  
thisset.add("damson")  
print(thisset)

Using the remove() method to remove an item:

thisset = set(("apple", "banana", "cherry"))  
thisset.remove("banana")  
print(thisset)

Using the len() method to return the number of items:

thisset = set(("apple", "banana", "cherry"))  
print(len(thisset))

## Dictionary

A dictionary is a collection which is unordered, changeable and indexed. In Python dictionaries are written with curly brackets, and they have keys and values.

Using the len() method to return the number of items:

thisdict = {  
  "apple": "green",  
  "banana": "yellow",  
  "cherry": "red"  
}  
print(thisdict)

Change the apple color to "red":

thisdict = {  
  "apple": "green",  
  "banana": "yellow",  
  "cherry": "red"  
}  
thisdict["apple"] = "red"  
print(thisdict)

## The dict() Constructor

It is also possible to use the dict() constructor to make a dictionary:

thisdict = dict(apple="green", banana="yellow", cherry="red")  
# note that keywords are not string literals  
# note the use of equals rather than colon for the assignment  
print(thisdict)

## Adding Items

Adding an item to the dictionary is done by using a new index key and assigning a value to it:

thisdict = dict(apple="green", banana="yellow", cherry="red")  
thisdict["damson"] = "purple"  
print(thisdict)

## Removing Items

Removing a dictionary item must be done using the del() function in python:

thisdict = dict(apple="green", banana="yellow", cherry="red")  
del(thisdict["banana"])  
print(thisdict)

## Get the Length of a Dictionary

The len() function returns the size of the dictionary:

thisdict = dict(apple="green", banana="yellow", cherry="red")  
print(len(thisdict))

# Python Conditions

## Python Conditions and If statements

Python supports the usual logical conditions from mathematics:

* Equals: a == b
* Not Equals: a != b
* Less than: a < b
* Less than or equal to: a <= b
* Greater than: a > b
* Greater than or equal to: a >= b

These conditions can be used in several ways, most commonly in "if statements" and loops.

An "if statement" is written by using the if keyword.

If statement:

a = 33  
b = 200  
if b > a: print("b is greater than a")

n this example we use two variables, a and b, which are used as part of the if statement to test whether b is greater than a. As a is 33, and b is 200, we know that 200 is greater than 33, and so we print to screen that "b is greater than a".

## Indentation

Python relies on indentation, using whitespace, to define scope in the code. Other programming languages often use curly-brackets for this purpose.

Statements on new lines MUST use indentations:

a = 33  
b = 200  
if b > a:  
   print("b is greater than a")

If statement, without indentation:

a = 33  
b = 200  
if b > a:  
print("b is greater than a") # you will get an error

## Elif

The elif keyword is pythons way of saying "if the previous conditions were not true, then do this condition".

a = 33  
b = 33  
if b > a:  
  print("b is greater than a")  
elif a == b:  
  print("a and b are equal")

In this example a is equal to b, so the first condition is not true, but the elif condition is true, so we print to screen that "a and b are equal".

## Else

The else keyword catches anything which isn't caught by the preceding conditions.

a = 200  
b = 33  
if b > a:  
  print("b is greater than a")  
elif a == b:  
  print("a and b are equal")  
else:  
  print("a is greater than b")

In this example a is greater to b, so the first condition is not true, also the elif condition is not true, so we go to the else condition and print to screen that "a is greater than b".

# Python Loops

Python has two primitive loop commands:

* while loops
* for loops

## The while Loop

With the while loop we can execute a set of statements as long as a condition is true.

Print i as long as i is less than 6:

i = 1  
while i < 6:  
   print(i)  
   i += 1

**Note:** remember to increment i, or else the loop will continue forever.

The while loop requires relevant variables to be ready, in this example we need to define an indexing variable, i, which we set to 1.

## The break Statement

With the break statement we can stop the loop even if the while condition is true:

Exit the loop when i is 3:

i = 1  
while i < 6:  
   print(i)  
  if i == 3:  
    break  
   i += 1

## The continue Statement

With the continue statement we can stop the current iteration, and continue with the next:

Continue to the next iteration if i is 3:

i = 0  
while i < 6:  
   i += 1   
  if i == 3:  
    continue  
   print(i)

## The For Loops

A for loop is used for iterating over a sequence (that is either a list, a tuple or a string).

This is less like the for keyword in other programming language, and works more like an iterator method as found in other object-orientated programming languages.

With the for loop we can execute a set of statements, once for each item in a list, tuple, set etc.

Print each fruit in a fruit list:

fruits = ["apple", "banana", "cherry"]  
for x in fruits:  
  print(x)

The for loop does not require an indexing variable to set beforehand, as the for command itself allows for this.

## The break Statement

With the break statement we can stop the loop before it has looped through all the items:

Exit the loop when i is 3:

fruits = ["apple", "banana", "cherry"]  
for x in fruits:  
  if x == "banana":  
    break  
  print(x)

## The continue Statement

With the continue statement we can stop the current iteration of the loop, and continue wit the next:

Do not print banana:

fruits = ["apple", "banana", "cherry"]  
for x in fruits:  
  if x == "banana":  
    continue  
  print(x)

## The range() Function

To loop through a set of code a specified number of times, we can use the range() function,

The range() function returns a sequence of numbers, starting from 0 by default, and increments by 1 (by default), and ends at a specified number.

Using the range() function:

for x in range(6):  
  print(x)

Note that range(6) is not the values of 0 to 6, but the values 0 to 5.

The range() function defaults to 0 as a starting value, however it is possible to specify the starting value by adding a parameter: range(2, 6), which means values from 2 to 6 (but not including 6):

Using the start parameter:

for x in range(2, 6):  
  print(x)

The range() function defaults to increment the sequence by 1, however it is possible to specify the increment value by adding a third parameter: range(2, 30, **3**):

Increment the sequence with 3 (default is 1):

for x in range(2, 30, 3):  
  print(x)

# Python Functions

A function is a block of code which only runs when it is called. You can pass data, known as parameters, into a function. A function can return data as a result.

## Creating a Function

In Python a function is defined using the def keyword:

def my\_function():  
  print("Hello from a function")

## Calling a Function

To call a function, use the function name followed by parenthesis:

def my\_function():  
  print("Hello from a function")  
  
**my\_function()**

## Parameters

Information can be passed to functions as parameter.

Parameters are specified after the function name, inside the parentheses. You can add as many parameters as you want, just separate them with a comma.

The following example has a function with one parameter (fname). When the function is called, we pass along a first name, which is used inside the function to print the full name:

def my\_function(**fname**):  
  print(fname + " Refsnes")  
  
my\_function(**"Emil"**)  
my\_function(**"Tobias"**)  
my\_function(**"Linus"**)

## Default Parameter Value

The following example shows how to use a default parameter value. If we call the function without parameter, it uses the default value:

def my\_function(**country = "Norway"**):  
  print("I am from " + country)  
  
my\_function("Sweden")  
my\_function("India")  
my\_function()  
my\_function("Brazil")

## Return Values

To let a function, return a value, use the return statement:

def my\_function(x):  
  **return 5 \* x**  
print(my\_function(3))  
print(my\_function(5))  
print(my\_function(9))

## Lambda Functions

In python, the keyword lambda is used to create what is known as anonymous functions. These are essentially functions with no pre-defined name. They are good for constructing adaptable functions, and thus good for event handling.

An anonymous function that returns the double value of i:

myfunc = lambda i: i\*2  
print(myfunc(2))

Lambda defined functions can have more than one defined input, as shown here:

myfunc = lambda x,y: x\*y  
print(myfunc(3,6))

The power of lambda is better shown when you generate anonymous functions at run-time, as shown in the following example.

def myfunc(n):  
  return lambda i: i\*n  
  
doubler = myfunc(2)  
tripler = myfunc(3)  
val = 11  
print("Doubled: " + str(doubler(val)) + ". Tripled: " + str(tripler(val)))

Here we see the defined function, myfunc, which creates an anonymous function that multiplies variable i with variable n.

We then create two variables doubler and tripler, which are assigned to the result of myfunc passing in 2 and 3 respectively. They are assigned to the generated lambda functions.

# Python Classes and Objects

## Python Classes/Objects

Python is an object oriented programming language. Almost everything in Python is an object, with its properties and methods. A Class is like an object constructor, or a "blueprint" for creating objects.

## Create a Class

To create a class, use the keyword class:

Create a class named MyClass, with a property named x:

class MyClass:  
  x = 5

## Create Object

Now we can use the class named myClass to create objects:

Create an object named p1, and print the value of x:

p1 = MyClass()  
print(p1.x)

## The \_\_init\_\_() Function

The examples above are classes and objects in their simplest form, and are not really useful in real life applications.

To understand the meaning of classes we have to understand the built-in \_\_init\_\_() function.

All classes have a function called \_\_init\_\_(), which is always executed when the class is being initiated.

Use the \_\_init\_\_() function to assign values to object properties, or other operations that are necessary to do when the object is being created:

Create a class named Person, use the \_\_init\_\_() function to assign values for name and age:

class Person:  
  def \_\_init\_\_(self, name, age):  
    self.name = name  
    self.age = age  
  
p1 = Person("John", 36)  
  
print(p1.name)  
print(p1.age)

**Note:** The \_\_init\_\_() function is called automatically every time the class is being used to create a new object.

## Object Methods

Objects can also contain methods. Methods in objects are functions that belongs to the object.

Let us create a method in the Person class:

Insert a function that prints a greeting, and execute it on the p1 object:

class Person:  
  def \_\_init\_\_(self, name, age):  
    self.name = name  
    self.age = age  
  
  def myfunc(self):  
    print("Hello my name is " + self.name)  
  
p1 = Person("John", 36)  
p1.myfunc()

**Note:** The self parameter is a reference to the class itself, and is used to access variables that belongs to the class.

## The self Parameter

The self parameter is a reference to the class itself, and is used to access variables that belongs to the class.

It does not have to be named self , you can call it whatever you like, but it has to be the first parameter of any function in the class:

Use the words mysillyobject and abc instead of self:

class Person:  
  def \_\_init\_\_(mysillyobject, name, age):  
    mysillyobject.name = name  
    mysillyobject.age = age  
  
  def myfunc(abc):  
    print("Hello my name is " + abc.name)  
  
p1 = Person("John", 36)  
p1.myfunc()

## Modify Object Properties

You can modify properties on objects like this:

Set the age of p1 to 40:

p1.age = 40

## Delete Object Properties

You can delete properties on objects by using the del keyword:

Delete the age property from the p1 object:

del p1.age

## Delete Objects

You can delete objects by using the del keyword:

Delete the p1 object:

del p1

# Python Modules

## What is a Module?

Consider a module to be the same as a code library.

A file containing a set of functions you want to include in your application.

## Create a Module

To create a module just save the code you want in a file with the file extension .py:

Save this code in a file named mymodule.py

def greeting(name):  
  print("Hello, " + name)

## Use a Module

Now we can use the module we just created, by using the import statement:

Import the module named mymodule, and call the greeting function:

import mymodule  
  
mymodule.greeting("Jonathan")

**Note:** When using a function from a module, use the syntax: module\_name.function\_name.

## Variables in Module

The module can contain functions, as already described, but also variables of all types (arrays, dictionaries, objects etc):

Save this code in the file mymodule.py

person1 = {  
  "name": "John",  
  "age": 36,  
  "country": "Norway"  
}

Import the module named mymodule, and access the person1 dictionary:

import mymodule  
  
a = mymodule.person1["age"]  
print(a)

## Naming a Module

You can name the module file whatever you like, but it must have the file extension .py

## Re-naming a Module

You can create an alias when you import a module, by using the as keyword:

Create an alias for mymodule called mx:

import mymodule as mx  
  
a = mx.person1["age"]  
print(a)

## Built-in Modules

There are several built-in modules in Python, which you can import whenever you like.

Import and use the platform module:

import platform  
  
x = platform.system()  
print(x)

## Using the dir() Function

There is a built-in function to list all the function names (or variable names) in a module. The dir() function:

List all the defined names belonging to the platform module:

import platform  
  
x = dir(platform)  
print(x)

**Note:** The dir() function can be used on all modules, also the ones you create yourself.

## Import from Module

You can choose to import only parts from a module, by using the from keyword.

The module named mymodule has one function and one dictionary:

def greeting(name):  
  print("Hello, " + name)  
  
person1 = {  
  "name": "John",  
  "age": 36,  
  "country": "Norway"  
}

Import only the person1 dictionary from the module:

from mymodule import person1  
  
print (person1["age"])

**Note:** When importing using the from keyword, do not use the module name when referring to elements in the module. Example: person1.age, **not** ~~mymodule.person1.age~~

# Python Datetime

## Python Dates

A date in Python is not a data type of its own, but we can import a module named datetime to work with dates as date objects.

Import the datetime module and display the current date:

import datetime  
  
x = datetime.datetime.now()  
print(x)

## Date Output

When we execute the code from the example above the result will be:

2018-06-15 11:41:45.269189

The date contains year, month, day, hour, minute, second, and microsecond. The datetime module has many methods to return information about the date object.

Here are a few examples, you will learn more about them later in this chapter:

Return the year and name of weekday:

import datetime  
  
x = datetime.datetime.now()  
  
print(x.year)  
print(x.strftime("%A"))

## Creating Date Objects

To create a date, we can use the datetime() class (constructor) of the datetime module.

The datetime() class requires three parameters to create a date: year, month, day.

Create a date object:

import datetime  
  
x = datetime.datetime(2020, 5, 17)  
  
print(x)

The datetime() class also takes parameters for time and timezone (hour, minute, second, microsecond, tzone), but they are optional, and has a default value of 0, (None for timezone).

## The strftime() Method

The datetime object has a method for formatting date objects into readable strings.

The method is called strftime(), and takes one parameter, format, to specify the format of the returned string:

Display the name of the month:

import datetime  
x = datetime.datetime(2018, 6, 1)  
print(x.strftime("%B"))

A reference of all the legal format codes:
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# Python PIP

## What is PIP?

PIP is a package manager for Python packages, or modules if you like.

**Note:** If you have Python version 3.4 or later, PIP is included by default.

## What is a Package?

A package contains all the files you need for a module. Modules are Python code libraries you can include in your project.

## Check if PIP is Installed

Navigate your command line to the location of Python's script directory, and type the following:

Check PIP version:

C:\Users\Your Name\AppData\Local\Programs\Python\Python36-32\Scripts>pip --version

## Install PIP

If you do not have PIP installed, you can download and install it from this page: <https://pypi.org/project/pip/>

## Download a Package

Downloading a package is very easy.

Open the command line interface and tell PIP to download the package you want.

Navigate your command line to the location of Python's script directory, and type the following:

Download a package named "camelcase":

C:\Users\Your Name\AppData\Local\Programs\Python\Python36-32\Scripts>pip install camelcase

Now you have downloaded and installed your first package!

## Using a Package

Once the package is installed, it is ready to use. Import the "camelcase" package into your project. Import and use "camlecase":

import camelcase  
c = camelcase.CamelCase()  
txt = "hello world"  
print(c.hump(txt))

## Find Packages

Find more packages at <https://pypi.org/>.

# Python File Open

File handling is an important part of any web application.

Python has several functions for creating, reading, updating, and deleting files.

## File Handling

The key function for working with files in Python is the open() function.

The open() function takes two parameters; filename, and mode.

There are four different methods (modes) for opening a file:

"r" - Read - Default value. Opens a file for reading, error if the file does not exist

"a" - Append - Opens a file for appending, creates the file if it does not exist

"w" - Write - Opens a file for writing, creates the file if it does not exist

"x" - Create - Creates the specified file, returns an error if the file exist

In addition, you can specify if the file should be handled as binary or text mode

"t" - Text - Default value. Text mode

"b" - Binary - Binary mode (e.g. images)

## Syntax

To open a file for reading it is enough to specify the name of the file:

f = open("demofile.txt")

The code above is the same as:

f = open("demofile.txt", "rt")

Because "r" for read, and "t" for text are the default values, you do not need to specify them.

**Note:** Make sure the file exists, or else you will get an error.

## Open a File on the Server

Assume we have the following file, located in the same folder as Python:

demofile.txt

Hello! Welcome to demofile.txt  
This file is for testing purposes.  
Good Luck!

To open the file, use the built-in open() function.

The open() function returns a file object, which has a read() method for reading the content of the file:

f = open("demofile.txt", "r")  
print(f.read())

## Read Only Parts of the File

By default the read() method returns the whole text, but you can also specify how many character you want to return:

Return the 5 first characters of the file:

f = open("demofile.txt", "r")  
print(f.read(**5**))

## Read Lines

You can return one line by using the readline() method:

Read one line of the file:

f = open("demofile.txt", "r")  
print(f.readline())

By calling readline() two times, you can read the two first lines:

Read two lines of the file:

f = open("demofile.txt", "r")  
print(f.readline())  
print(f.readline())

By looping through the lines of the file, you can read the whole file, line by line:

Loop through the file line by line:

f = open("demofile.txt", "r")  
for x in f:  
  print(x)

# Python File Write

## Write to an Existing File

To write to an existing file, you must add a parameter to the open() function:

"a" - Append - will append to the end of the file

"w" - Write - will overwrite any existing content

Open the file "demofile.txt" and append content to the file:

f = open("demofile.txt", "a")  
f.write("Now the file has one more line!")

Open the file "demofile.txt" and overwrite the content:

f = open("demofile.txt", "w")  
f.write("Woops! I have deleted the content!")

**Note:** the "w" method will overwrite the entire file.

## Create a New File

To create a new file in Python, use the open() method, with one of the following parameters:

"x" - Create - will create a file, returns an error if the file exist

"a" - Append - will create a file if the specified file does not exist

"w" - Write - will create a file if the specified file does not exist

Create a file called "myfile.txt":

f = open("myfile.txt", "x")

Result: a new empty file is created!

Create a new file if it does not exist:

f = open("myfile.txt", "w")

# Python Delete File

## Delete a File

To delete a file, you must import the OS module, and run its os.remove() function:

Remove the file "demofile.txt":

import os  
os.remove("demofile.txt")

## Check if File exist:

To avoid getting an error, you might want to check if the file exists before you try to delete it:

Check if file exist, then delete it:

import os  
if os.path.exists("demofile.txt"):  
  os.remove("demofile.txt")  
else:  
  print("The file does not exists")

## Delete Folder

To delete an entire folder, use the os.rmdir() method:

Remove the folder "myfolder":

import os  
os.rmdir("myfolder")

**Note:** You can only remove empty folders.

# Python MySQL

Python can be used in database applications. One of the most popular database is MySQL.

## MySQL Database

To be able experiment with the code examples in this tutorial, you should have MySQL installed on your computer.

You can download a free MySQL database at <https://www.mysql.com/downloads/>.

## Install MySQL Driver

Python needs a MySQL driver to access the MySQL database. In this tutorial we will use the driver "MySQL Connector". We recommend that you use PIP to install "MySQL Connector".

PIP is most likely already installed in your Python environment. Navigate your command line to the location of PIP, and type the following:

Download and install "MySQL Connector":

C:\Users\Your Name\AppData\Local\Programs\Python\Python36-32\Scripts>python -m pip install mysql-connector

Now you have downloaded and installed a MySQL driver.

## Test MySQL Connector

To test if the installation was successful, or not, create a Python page with the following content:

demo\_mysql\_test.py:

import mysql.connector

If the above code was executed with no errors, "MySQL Connector" is installed and ready to be used.

## Create Connection

Start by creating a connection to the database.

Use the username and password from your MySQL database:

demo\_mysql\_connection.py:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword"  
)  
  
print(mydb)

Now you can start querying the database using SQL statements.

# Python MySQL Create Database

## Creating a Database

To create a database in MySQL, use the "CREATE DATABASE" statement:

### Example

create a datebase named "mydatabase":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("CREATE DATABASE mydatabase")

If the above code was executed with no errors, you have successfully created a database.

## Check if Database Exists

You can check if a database exist by listing all databases in your system by using the "SHOW DATABASES" statement:

### Example

Return a list of your system's databases:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("SHOW DATABASES")  
  
for x in mycursor:  
  print(x)

Or you can try to access the database when making the connection:

### Example

Try connecting to the database "mydatabase":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
**database="mydatabase"**  
)

If the database does not exist, you will get an error.

# Python MySQL Create Table

## Creating a Table

To create a table in MySQL, use the "CREATE TABLE" statement.

Make sure you define the name of the database when you create the connection

### Example

create a datebase named "mydatabase":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
**database: "mydatabase"**  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("CREATE TABLE customers (name VARCHAR(255), address VARCHAR(255))")

If the above code was executed with no errors, you have now successfully created a table.

## Check if Table Exists

You can check if a database exists by listing all tables in your database by using the "SHOW TABLES" statement:

### Example

Return a list of your system's databases:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database: "mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("SHOW TABLES")  
  
for x in mycursor:  
  print(x)

## Primary Key

When creating a table, you should also create a column with a unique key for each record.

This can be done by defining a PRIMARY KEY.

We use the statement "INT AUTO\_INCREMENT PRIMARY KEY" which will insert a unique number for each record. Starting at 1, and increased by one for each record.

### Example

Create primary key when creating the table:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database: "mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute(sql = "CREATE TABLE customers (id INT AUTO\_INCREMENT PRIMARY KEY, name VARCHAR(255), address VARCHAR(255))")

If the table already exists, use the ALTER TABLE keyword:

### Example

Create primary key on an existing table:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database: "mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
mycursor.execute("ALTER TABLE customers ADD COLUMN id INT AUTO INCREMENT PRIMARY KEY")

# Python MySQL Insert into Table

## Insert Into Table

To fill a table in MySQL, use the "INSERT INTO" statement.

### Example

Insert a record in the "customers" table:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "INSERT INTO customers (name, address) VALUES (%s, %s)"  
val = ("John", "Highway 21")  
mycursor.execute(sql, val)  
 **mydb.commit()**  
print(mycursor.rowsaffected, "record inserted.")

**Important!** Notice the statement: mydb.commit(). It is required to make the changes, otherwise no changes are made to the table.

## Insert Multiple Rows

To insert multiple rows into a table, use the executemany() method.

The second parameter of the executemany() method is a list of tuples, containing the data you want to insert:

### Example

Fill the "customers" table with data:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "INSERT INTO customers (name, address) VALUES (%s, %s)"  
val = [  
  ('Peter', 'Lowstreet 4'),  
  ('Amy', 'Apple st 652'),  
  ('Hannah', 'Mountain 21'),  
  ('Michael', 'Valley 345'),  
  ('Sandy', 'Ocean blvd 2'),  
  ('Betty', 'Green Grass 1'),  
  ('Richard', 'Sky st 331'),  
  ('Susan', 'One way 98'),  
  ('Vicky', 'Yellow Garden 2'),  
  ('Ben', 'Park Lane 38'),  
  ('William', 'Central st 954'),  
  ('Chuck', 'Main Road 989'),  
  ('Viola', 'Sideway 1633')  
]  
  
mycursor.executemany(sql, val)  
  
mydb.commit()  
  
print(mycursor.rowsaffected, "was inserted.")

## Get Inserted ID

You can get the id of the row you just inserted by asking the cursor object.

**Note:** If you insert more than one row, the id of the last inserted row is returned.

### Example

Insert one row, and return the ID:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "INSERT INTO customers (name, address) VALUES (%s, %s)"  
val = ("Michelle", "Blue Village")  
mycursor.execute(sql, val)  
  
mydb.commit()  
  
print("1 record inserted, ID:", mycursor.lastrowid)

# Python MySQL Select From

## Select From a Table

To select from a table in MySQL, use the "SELECT" statement:

### Example

Select all records from the "customers" table, and display the result:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
mycursor = mydb.cursor()  
mycursor.execute("SELECT \* FROM customers")  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

**Note:** We use the fetchall() method, which fetches all rows from the last executed statement.

## Selecting Columns

To select only some of the columns in a table, use the "SELECT" statement followed by the column name(s):

### Example

Select only the name and address columns:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
mycursor = mydb.cursor()  
mycursor.execute("SELECT name, address FROM customers")  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

## Using the fetchone() Method

If you are only interested in one row, you can use the fetchone() method.

The fetchone() method will return the first row of the result:

### Example

Fetch only one row:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
mycursor.execute("SELECT \* FROM customers")  
myresult = mycursor.fetchone()  
print(myresult)

# Python MySQL Where

## Select With a Filter

When selecting records from a table, you can filter the selection by using the "WHERE" statement:

### Example

Select record(s) where the address is "Park Lane 38": result:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
sql = "SELECT \* FROM customers WHERE address ='Park Lane 38'"  
mycursor.execute(sql)  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

## Wildcard Characters

You can also select the records that starts, includes, or ends with a given letter or phrase.

Use the % to represent wildcard characters:

### Example

Select records where the address contains the word "way":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
mycursor = mydb.cursor()  
sql = "SELECT \* FROM customers WHERE address LIKE '%way%'"  
mycursor.execute(sql)  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

## Prevent SQL Injection

When query values are provided by the user, you should escape the values.

This is to prevent SQL injections, which is a common web hacking technique to destroy or misuse your database.

The mysql.connector module has methods to escape query values:

### Example

Escape query values by using the placeholder %s method:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
mycursor = mydb.cursor()  
  
sql = "SELECT \* FROM customers WHERE address = %s"  
adr = ("Yellow Garden 2", )  
  
mycursor.execute(sql, adr)  
mycursor.execute(sql)  
myresult = mycursor.fetchall()  
  
for x in myresult:  
  print(x)

# Python MySQL Delete From By

## Delete Record

You can delete records from an existing table by using the "DELETE FROM" statement:

### Example

Delete any record where the address is "Mountain 21":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
  
sql = "DELETE FROM customers WHERE address = 'Mountain 21'"  
  
mycursor.execute(sql)  
  
mydb.commit()  
  
print(mycursor.rowcount, "record(s) deleted")

**Important!:** Notice the statement: mydb.commit(). It is required to make the changes, otherwise no changes are made to the table.

**Notice the WHERE clause in the DELETE syntax:** The WHERE clause specifies which record(s) that should be deleted. If you omit the WHERE clause, all records will be deleted!

## Prevent SQL Injection

It is considered a good practice to escape the values of any query, also in delete statements.

This is to prevent SQL injections, which is a common web hacking technique to destroy or misuse your database.

The mysql.connector module uses the placeholder %s to escape values in the delete statement:

### Example

Escape values by using the placholder %s method:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
mycursor = mydb.cursor()  
sql = "DELETE FROM customers WHERE address = %s"  
adr = ("Yellow Garden 2", )  
mycursor.execute(sql, adr)  
  
mydb.commit()  
  
print(mycursor.rowcount, "record(s) deleted")

# Python MySQL Update Table

## Update Table

You can update existing records in a table by using the "UPDATE" statement:

### Example

Overwrite the address column from "Valley 345" to "Canyoun 123":

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
sql = "UPDATE customers SET address = 'Canyon 123 WHERE address = 'Valley 345'"  
mycursor.execute(sql)  
mydb.commit()  
  
print(mycursor.rowcount, "record(s) affected")

**Important!** Notice the statement: mydb.commit(). It is required to make the changes, otherwise no changes are made to the table.

**Notice the WHERE clause in the UPDATE syntax:** The WHERE clause specifies which record or records that should be updated. If you omit the WHERE clause, all records will be updated!

## Prevent SQL Injection

It is considered a good practice to escape the values of any query, also in update statements.

This is to prevent SQL injections, which is a common web hacking technique to destroy or misuse your database.

The mysql.connector module uses the placeholder %s to escape values in the delete statement:

### Example

Escape values by using the placeholder %s method:

import mysql.connector  
  
mydb = mysql.connector.connect(  
  host="localhost",  
  user="yourusername",  
  passwd="yourpassword",  
  database="mydatabase"  
)  
  
mycursor = mydb.cursor()  
sql = "UPDATE customers SET address = %s WHERE address = %s"  
val = ("Valley 345", "Canyon 123")  
mycursor.execute(sql, val)  
  
mydb.commit()  
  
print(mycursor.rowcount, "record(s) affected")

# Python Built in Functions

Python has a set of built-in functions.

# Python abs() Function

The abs() function returns the absolute value of the specified number.

## Syntax

abs(n)

## Parameter Values
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Return the absolute value of a number:

x = abs(-7.25) # 7.25

x = abs(3+5j) # 5.830951894845301

# Python all() Function

### Example

Check if all items in a list are True:

mylist = [True, True, True]  
x = all(mylist)

## Definition and Usage

The all() function returns True if all items in an iterable are true, otherwise it returns False.

If the iterable object is empty, the all() function also returns True.

## Syntax

all(iterable)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | An iterable object (list, tuple, dictionary) |

## More Examples

### Example

Check if all items in a list are True:

mylist = [0, 1, 1]  
x = all(mylist)

### Example

Check if all items in a tuple are True:

mytuple = (0, True, False)  
x = all(mytuple)

### Example

Check if all items in a set are True:

myset = {0, 1, 0)  
x = all(myset)

### Example

Check if all items in a dictionary are True:

mydict = {0 : "Apple", 1 : "Orange"}  
x = all(mydict)

**Note:** When used on a dictionary, the all() function checks if all the keys are true, not the values.

# Python any() Function

### Example

Check if any of the items in a list are True:

mylist = [False, True, False]  
x = any(mylist)

## Definition and Usage

The any() function returns True if any item in an iterable are true, otherwise it returns False.

If the iterable object is empty, the any() function will return False.

## Syntax

any(iterable)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | An iterable object (list, tuple, dictionary) |

## More Examples

### Example

Check if any item in a tuple is True:

mytuple = (0, 1, False)  
x = any(mytuple)

### Example

Check if any item in a set is True:

myset = {0, 1, 0)  
x = any(myset)

### Example

Check if any item in a dictionary is True:

mydict = {0 : "Apple", 1 : "Orange"}  
x = any(mydict)

**Note:** When used on a dictionary, the any() function checks if any of the keys are true, not the values.

# Python ascii() Function

### Example

Escape non-ascii characters:

x = ascii("My name is Ståle")

## Definition and Usage

The ascii() function returns a readable version of any object (Strings, Tuples, Lists, etc).

The ascii() function will replace any non-ascii characters with escape characters:

å will be replaced with \xe5.

## Syntax

ascii(object)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | An object, like String, List, Tuple, Dictionary etc. |

# Python bin() Function

### Example

Return the binary version of 36:

x = bin(36)

## Definition and Usage

The bin() function returns the binary version of a specified integer.

The result will always start with the prefix 0b.

## Syntax

bin(n)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| n | Required. An integer |

# Python bool() Function

### Example

Return the boolean value of 1:

x = bool(1)

## Definition and Usage

The bool() function returns the boolean value of a specified object.

The object will always return True, unless:

The object is empty, like [], (), {}  
The object is False  
The object is 0  
The object is None

## Syntax

bool(object)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Any object, like String, List, Number etc. |

# Python bytearray() Function

### Example

Return an array of 4 bytes:

x = bytearray(4)

## Definition and Usage

The bytearray() function returns a bytearray object.

It can convert objects into bytearray objects, or create empty bytearray object of the specified size.

## Syntax

bytearray(x, encoding, error)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| x | A source to use when creating the bytearray object.  If it is an integer, an empty bytearray object of the specified size will be created.  If it is a String, make sure you specify the encoding of the source. |
| encoding | The encoding of the string |
| error | Specifies what to do if the encoding fails. |

# Python bytes() Function

### Example

Return an array of 4 bytes:

x = bytes(4)

## Definition and Usage

The bytes() function returns a bytes object.

It can convert objects into bytes objects, or create empty bytes object of the specified size.

The difference between bytes() and bytearray() is that bytes() returns an object that cannot be modified, and bytearray() returns an object that can be modified.

## Syntax

bytes(x, encoding, error)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| x | A source to use when creating the bytes object.  If it is an integer, an empty bytes object of the specified size will be created.  If it is a String, make sure you specify the encoding of the source. |
| encoding | The encoding of the string |
| error | Specifies what to do if the encoding fails. |

# Python callable() Function

### Example

Check if a function is callable:

def x():  
  a = 5  
  
print(callable(x))

## Definition and Usage

The callable() function returns True if the specified object is callable, otherwise it returns False.

## Syntax

callable(object)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | The object you want to test if it is callable or not. |

## More Examples

### Example

A normal variable is not callable:

x = 5  
  
print(callable(x))

# Python chr() Function

### Example

Get the character that represents the unicode 97:

x = chr(97)

## Definition and Usage

The chr() function returns the character that represents the specified unicode.

## Syntax

chr(number)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| number | An integer representing a valid Unicode code point |

# Python compile() Function

### Example

Compile text as code, and the execute it:

mytext = 'print(55)'  
x = compile('mytext', 'test', 'eval')  
exec(x)

## Definition and Usage

The compile() function returns the specified source as a code object, ready to be executed.

## Syntax

compile(source, filename, mode, flag, dont\_inherit, optimize)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| source | Required. The source to compile, can be a String, a Bytes object, or an AST object |
| filename | Required. The name of the file that the source comes from. If the source does not come from a file, you can write whatever you like |
| mode | Required. Legal values: eval - if the source is a single expression exec - if the source is a block of statements single - if the source is a single interactive statement |
| flags | Optional. How to compile the source. Default 0 |
| dont-inherit | Optional. How to compile the source. Default False |
| optimize | Optional. Defines the optimization level of the compiler. Default -1 |

## More Examples

### Example

Compile more than one statement, and the execute it:

mytext = 'print(55)\nprint(88)'  
x = compile('mytext', 'test', 'exec')  
exec(x)

# Python complex() Function

### Example

Convert the number 3 and imaginary number 5 into a complex number:

x = complex(3, 5)

## Definition and Usage

The complex() function returns a complex number by specifying a real number and an imaginary number.

## Syntax

complex(real, imaginary)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| real | Required. A number representing the real part of the complex number. Default 0. The real number can also be a String, like this '3+5j', when this is the case, the second parameter should be omitted. |
| imaginary | Optional. A number representing the imaginary part of the complex number. Default 0. |

## More Examples

### Example

Convert a string into a complex number:

x = complex('3+5j')

# Python delattr() Function

### Example

Delete the "age" property from the "person" object:

class Person:  
  name = "John"  
  age = 36  
  country = "Norway"  
  
delattr(Person, 'age')

## Definition and Usage

The delattr() function will delete the specified attribute from the specified object.

## Syntax

delattr(object, attribute)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Required. An object. |
| attribute | Required. The name of the attribute you want to remove |

# Python dict() Function

### Example

Create a dictionary containing personal information:

x = dict(name = "John", age = 36, country = "Norway")

## Definition and Usage

The dict() function creates a dictionary.

A dictionary is a collection which is unordered, changeable and indexed.

Read more about dictionaries in the chapter: [Python Dictionaries](https://www.w3schools.com/python/python_dictionaries.asp).

## Syntax

dict(keyword arguments)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| keyword arguments | Required. As may keyword arguments you like, separated by comma: key = value, key = value ... |

# Python dir() Function

### Example

Display the content of an object:

class Person:  
  name = "John"  
  age = 36  
  country = "Norway"  
  
print(dir(Person))

## Definition and Usage

The dir() function returns all properties and methods of the specified object, without the values.

This function will return all the properties and methods, even built-in properties which are default for all object.

## Syntax

dir(object)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | The object you want to see the valid attributes of |

# Python divmod() Function

### Example

Display the quotient and the remainder of 5 divided by 2:

x = divmod(5, 2)

## Definition and Usage

The divmod() function returns a tuple containing the quotient  and the remainder when argument1 (divident) is divided by argument2 (divisor).

## Syntax

divmod(divident, divisor)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| divident | A Number. The number you want to divide |
| divisor | A Number. The number you want to divide with |

# Python enumerate() Function

### Example

Convert a tuple into an enumerate object:

x = ('apple', 'banana', 'cherry')  
y = enumerate(x)

## Definition and Usage

The enumerate() function takes a collection (e.g. a tuple) and returns it as an enumerate object.

The enumerate() function adds a counter as the key of the enumerate object.

## Syntax

enumerate(iterable, start)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | An iterable object |
| start | A Number. Defining the start number of the enumerate object. Default 0 |

# Python eval() Function

### Example

Evaluate the expression 'print(55)':

x = 'print(55)'  
eval(x)

## Definition and Usage

The eval() function evaluates the specified expression, if the expression is a legal Python statement, it will be executed.

## Syntax

eval(expression, globals, locals)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| expression | A String, that will be evaluated as Python code |
| globals | Optional. A dictionary containing global parameters |
| locals | Optional. A dictionary containing local parameters |

# Python exec() Function

### Example

Execute a block of code:

x = 'name = "John"\nprint(name)'  
exec(x)

## Definition and Usage

The exec() function executes the specified Python code.

The exec() function accepts large blocks of code, unlike the eval() function which only accepts a single expression

## Syntax

exec(object, globals, locals)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | A String, or a code object |
| globals | Optional. A dictionary containing global parameters |
| locals | Optional. A dictionary containing local parameters |

# Python filter() Function

### Example

Return the array with only values above 18:

ages = [5, 12, 17, 18, 24, 32]  
  
def myFunc(x):  
  if x < 18:  
    return False  
  else:  
    return True  
  
adults = filter(myFunc, ages)  
  
for x in adults:  
  print(x)

## Definition and Usage

The filter() function returns an iterator were the items are filtered through a function to test if the item is accepted or not.

## Syntax

filter(function, iterable)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function | A Function to be run for each item in the iterable |
| iterable | The iterable to be filtered |

# Python float() Function

### Example

Convert the number 3 into a floating point number:

x = float(3)

## Definition and Usage

The float() function converts the specified value into a floating point number.

## Syntax

float(value)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| value | A number or a string that can be converted into a floating point number |

## More Examples

### Example

Convert a string into a floating point number:

x = float("3.500")

# Python format() Function

### Example

Format the number 0.5 into a percentage value:

x = format(0.5, '%')

## Definition and Usage

The format() function formats a specified value into a specified format.

## Syntax

format(value, format)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| value | A value of any format |
| format | The format you want to format the value into. Legal values: '<' - Left aligns the result (within the available space) '>' - Right aligns the result (within the available space) '^' - Center aligns the result (within the available space) '=' - Places the sign to the left most position '+' - Use a sign to indicate if the result is positive or negative '-' - Use a sign for negative values only ' ' - Use a leading space for positive numbers ',' - Use a comma as a thousand separator '\_' - Use a underscore as a thousand separator 'b' - Binary format 'c' - Converts the value into the corresponding unicode character 'd' - Decimal format 'e' - Scientific format, with a lower case e 'E' - Scientific format, with an upper case E 'f' - Fix point number format 'F' - Fix point number format, upper case 'g' - General format 'G' - General format (using a upper case E for scientific notations) 'o' - Octal format 'x' - Hex format, lower case 'X' - Hex format, upper case 'n' - Number format '%' - Percentage format |

## More Examples

### Example

Format 255 into a hexadecimal value:

x = format(255, 'x')

# Python frozenset() Function

### Example

Freeze the list, and make it unchangeable:

mylist = ['apple', 'banana', 'cherry']  
x = frozenset(mylist)

## Definition and Usage

The frozenset() function returns an unchangeable frozenset object (which is like a set object, only unchangeable).

## Syntax

frozenset(iterable)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | An iterable object, like list, set, tuple etc. |

## More Examples

### Example

Try to change the value of a frozenset item.

This will cause an error:

mylist = ['apple', 'banana', 'cherry']  
x = frozenset(mylist)  
x[1] = "strawberry"

# Python getattr() Function

### Example

Get the value of the "age" property of the "Person" object:

class Person:  
  name = "John"  
  age = 36  
  country = "Norway"  
  
x = getattr(Person, 'age')

## Definition and Usage

The getattr() function returns the value of the specified attribute from the specified object.

## Syntax

getattr(object, attribute, default)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Required. An object. |
| attribute | The name of the attribute you want to get the value from |
| default | Optional. The value to return if the attribute does not exist |

## More Examples

### Example

Use the "default" parameter to write a message when the attribute does not exist:

class Person:  
  name = "John"  
  age = 36  
  country = "Norway"  
  
x = getattr(Person, 'page', 'my message')

# Python globals() Function

### Example

Dispaly the global symbol table:

x = globals()  
print(x)

## Definition and Usage

The globals() function returns the global symbol table as a dictionary.

A symbol table contains necessary information about the current program

## Syntax

globals()

## Parameter Values

No parameters

## More Examples

### Example

Get the filename of the current program:

x = globals()  
print(x["\_\_file\_\_"])

# Python hasattr() Function

### Example

Check if the "Person" object has the "age" property:

class Person:  
  name = "John"  
  age = 36  
  country = "Norway"  
  
x = hasattr(Person, 'age')

## Definition and Usage

The hasattr() function returns True if the specified object has the specified attribute, otherwise False.

## Syntax

hasattr(object, attribute)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Required. An object. |
| attribute | The name of the attribute you want to check if exists |

|  |  |
| --- | --- |
| hash() | Returns the hash value of a specified object |
| help() | Executes the built-in help system |

# Python hex() Function

### Example

Convert 255 into hexadecimal value:

x = hex(255)

## Definition and Usage

The hex() function converts the specified number into a hexadecimal value.

The returned string always starts with the prefix 0x.

## Syntax

hex(number)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| number | An Integer |

# Python id() Function

### Example

Return the unique id of a tuple object:

x = ('apple', 'banana', 'cherry')  
y = id(x)

## Definition and Usage

The id() function returns a unique id for the specified object.

All objects in Python has its own unique id.

The id is assigned to the object when it is created.

The id is the object's memory address, and will be different for each time you run the program. (except for some object that has a constant unique id, like integers from -5 to 256)

## Syntax

id(object)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Any object, String, Number, List, Class etc. |

# Python input() Function

### Example

Ask for the user's name and print it:

print('Enter your name:')  
x = input()  
print('Hello, ' + x)

## Definition and Usage

The input() function allows user input.

## Syntax

input(prompt)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| prompt | A String, representing a default message before the input. |

## More Examples

### Example

Use the prompt parameter to write a message before the input:

x = input('Enter your name:')  
print('Hello, ' + x)

# Python int() Function

### Example

Convert the number 3.5 into an integer:

x = int(3.5)

## Definition and Usage

The int() function converts the specified value into an integer number.

## Syntax

int(value, base)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| value | A number or a string that can be converted into an integer number |
| base | A number representing the number format. Default value: 10 |

## More Examples

### Example

Convert a string into an integer:

x = int("12")

# Python isinstance() Function

### Example

Check if the number 5 is an integer:

x = isinstance(5, int)

## Definition and Usage

The isinstance() function returns True if the specified object is of the specified type, otherwise False.

If the type parameter is a tuple, this function will return True if the object is one of the types in the tuple.

## Syntax

isinstance(object, type)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Required. An object. |
| type | A type or a class, or a tuple of types and/or classes |

## More Examples

### Example

Check if "Hello" is one of the types described in the type parameter:

x = isinstance("Hello", (float, int, str, list, dict, tuple))

### Example

Check if y is an instance of myObj:

class myObj:  
  name = "John"  
  
y = myObj()  
  
x = isinstance(y, myObj)

## Related Pages

The [issubclass()](https://www.w3schools.com/python/ref_func_issubclass.asp) function, to check if an object is a subclass of another object.

# Python issubclass() Function

### Example

Check if the class "myAge" is a subclass of "myObj":

class myAge:  
  age = 36  
  
class myObj(myAge):  
  name = "John"  
  age = myAge  
  
x = issubclass(myObj, myAge)

## Definition and Usage

The issubclass() function returns True if the specified object is a subclass of the specified object, otherwise False.

## Syntax

issubclass(object, subclass)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Required. An object. |
| subclass | A class object, or a tuple of class objects |

# Python iter() Function

### Example

Create an iterator object, and print the items:

x = iter(["apple", "banana", "cherry"])  
print(next(x))  
print(next(x))  
print(next(x))

## Definition and Usage

The iter() function returns an iterator object.

## Syntax

iter(object, subclass)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Required. An iterable object |
| sentinel | Optional. If the object is a callable object the iteration will stop when the returned value is the same as the sentinel |

# Python len() Function

### Example

Return the number of items in a list:

mylist = ["apple", "banana", "cherry"]  
x = len(mylist)

## Definition and Usage

The len() function returns the number of items in an object.

When the object is a string, the len() function returns the number of characters in the string.

## Syntax

len(object)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Required. An object. Must be a sequence or a collection |

## More Examples

### Example

Return the number of characters in a string:

mylist = "Hello"  
x = len(mylist)

# Python list() Function

### Example

Create a list containing fruit names:

x = list(('apple', 'banana', 'cherry'))

## Definition and Usage

The list() function creates a list object.

A list object is a collection which is ordered and changeable.

Read more about list  in the chapter: [Python Lists](https://www.w3schools.com/python/python_lists.asp).

## Syntax

list(iterable)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | Required. A sequence, collection or an iterator object |

# Python locals() Function

### Example

Dispaly the local symbol table:

x = locals()  
print(x)

## Definition and Usage

The locals() function returns the local symbol table as a dictionary.

A symbol table contains necessary information about the current program.

## Syntax

locals()

## Parameter Values

No parameters

## More Examples

### Example

Get the filename of the current program:

x = locals()  
print(x["\_\_file\_\_"])

# Python map() Function

### Example

Calculate the length of each word in the tuple:

def myfunc(n):  
  return len(n)  
  
x = map(myfunc, ('apple', 'banana', 'cherry'))

## Definition and Usage

The map() function executes a specified function for each item in a iterable. The item is sent to the function as a parameter.

## Syntax

map(function, iterables)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function | Required. The function to execute for each item |
| iterable | Required. A sequence, collection or an iterator object. You can send as many iterables as you like, just make sure the function has one parameter for each iterable. |

## More Examples

### Example

Make new fruits by sending two iterable objects into the function:

def myfunc(a, b):  
return a + b  
  
x = map(myfunc, ('apple', 'banana', 'cherry'), ('orange', 'lemon', 'pineapple'))

# Python max() Function

### Example

Return the largest number:

x = max(5, 10)

## Definition and Usage

The max() function returns the item with the highest value, or the item with the highest value in an iterable.

If the values are strings, an alphabetically comparison is done.

## Syntax

max(n1, n2, n3, ...)

Or:

max(iterable)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| n1, n2, n3, ... | One or more items to compare |

Or:

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | An iterable, with one or more items to compare |

## More Examples

### Example

Return the name with the highest value, ordered alphabetically:

x = max("Mike", "John", "Vicky")

### Example

Return the item in a tuple with the highest value:

a = (1, 5, 3, 9)  
x = max(a)

# Python memoryview() Function

### Example

Create and print a memoryview object:

x = memoryview(b"Hello")  
  
print(x)  
  
#return the Unicode of the first character  
print(x[0])  
  
#return the Unicode of the second character  
print(x[1])

## Definition and Usage

The memoryview() function returns a memory view object from a specified object.

## Syntax

memoryview(obj)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| obj | A Bytes object or a Bytearray object. |

# Python min() Function

### Example

Return the lowest number:

x = max(5, 10)

## Definition and Usage

The min() function returns the item with the lowest value, or the item with the lowest value in an iterable.

If the values are strings, an alphabetically comparison is done.

## Syntax

min(n1, n2, n3, ...)

Or:

min(iterable)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| n1, n2, n3, ... | One or more items to compare |

Or:

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | An iterable, with one or more items to compare |

## More Examples

### Example

Return the name with the lowest value, ordered alphabetically:

x = min("Mike", "John", "Vicky")

### Example

Return the item in a tuple with the lowest value:

a = (1, 5, 3, 9)  
x = min(a)

# Python next() Function

### Example

Create an iterator, and print the items one by one:

mylist = iter(["apple", "banana", "cherry"])  
x = next(mylist)  
print(x)  
x = next(mylist)  
print(x)  
x = next(mylist)  
print(x)

## Definition and Usage

The next() function returns the next item in an iterator.

You can add a default return value, to return if the iterable has reached to its end.

## Syntax

next(iterable, default)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | Required. An iterable object. |
| default | Optional. An default value to return if the iterable has reached to its end. |

## More Examples

### Example

Return a default value when the iterable has reached to its end:

mylist = iter(["apple", "banana", "cherry"])  
x = next(mylist, "orange")  
print(x)  
x = next(mylist, "orange")  
print(x)  
x = next(mylist, "orange")  
print(x)  
x = next(mylist, "orange")  
print(x)

# Python object() Function

### Example

Create an empty object:

x = object()

## Definition and Usage

The object() function returns an empty object.

You cannot add new properties or methods to this object.

This object is the base for all classes, it holds the built-in properties and methods which are default for all classes.

## Syntax

object()

# Python oct() Function

### Example

Convert the number 12 into an octal value:

x = oct(12)

## Definition and Usage

The oct() function converts an integer into an octal string.

Octal strings in Python are prefixed with 0o.

## Syntax

oct(int)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| int | An Integer Number |

# Python open() Function

### Example

Open a file and print the content:

f = open("demofile.txt", "r")  
print(f.read())

## Definition and Usage

The open() function opens a file, and returns it as a file object.

Read more about file handling in our chapters about [File Handling](https://www.w3schools.com/python/python_file_handling.asp).

## Syntax

open(file, mode)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| file | The path and name of the file |
| mode | A string, define which mode you want to open the file in:  "r" - Read - Default value. Opens a file for reading, error if the file does not exist  "a" - Append - Opens a file for appending, creates the file if it does not exist  "w" - Write - Opens a file for writing, creates the file if it does not exist  "x" - Create - Creates the specified file, returns an error if the file exist  In addition you can specify if the file should be handled as binary or text mode  "t" - Text - Default value. Text mode  "b" - Binary - Binary mode (e.g. images) |

# Python ord() Function

### Example

Return the iteger that represents the character "h":

x = ord("h")

## Definition and Usage

The ord() function returns the number representing the unicode code of a specified character.

## Syntax

ord(character)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| character | String, any character |

# Python pow() Function

### Example

Return the value of 4 to the power of 3 (same as 4 \* 4 \* 4):

x = pow(4, 3)

## Definition and Usage

The pow() function returns the value of x to the power of y (xy).

If a third parameter is present, it returns x to the power of y, modulus z.

## Syntax

pow(x, y, z)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| x | A number, the base |
| y | A number, the exponent |
| z | Optional. A number, the modulus |

## More Examples

### Example

Return the value of 4 to the power of 3, modulus 5 (same as (4 \* 4 \* 4) % 5):

x = pow(4, 3, 5)

# Python print() Function

### Example

Print a message onto the screen:

 print("Hello World")

## Definition and Usage

The print() function prints the specified message to the screen, or other standard output device.

The message can be a string, or any other object, the object will be converted into a string before written to the screen.

## Syntax

print(object(s), separator=separator, end=end, file=file, flush=flush)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object(s) | Any object, and as many as you like. Will be converted to string before printed |
| sep='separator' | Optional. Specify how to separate the objects, if there is more than one. Default is '' |
| end='end' | Optional. Specify what to print at the end. Default is '\n' (line feed) |
| file | Optional. An object with a write method. Default is sys.stdout |
| flush | Optional. A Boolean, specifying if the output is flushed (True) or buffered (False). Default is False |

## More Examples

### Example

Print more than one object:

print("Hello", "how are you?")

### Example

Print a tuple:

x = ("apple", "banana", "cherry")  
print(x)

### Example

Print two messages, and specify the separator:

print("Hello", "how are you?", sep=" ---")

|  |  |
| --- | --- |
| **property()** | Gets, sets, deletes a property |
|  |  |

# Python range() Function

### Example

Create a sequence of numbers from 0 to 5, and print each item in the sequence:

x = range(6)  
for n in x:  
  print(n)

## Definition and Usage

The range() function returns a sequence of numbers, starting from 0 by default, and increments by 1 (by default), and ends at a specified number.

## Syntax

range(start, stop, step)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| start | Optional. An integer number specifying at which position to start. Default is 0 |
| stop | Optional. An integer number specifying at which position to endt. |
| step | Optional. An integer number specifying the incrementation. Default is 1 |

## More Examples

### Example

Create a sequence of numbers from 3 to 5, and print each item in the sequence:

x = range(3, 6)  
for n in x:  
  print(n)

### Example

Create a sequence of numbers from 3 to 20, but increment by 2 instead of 1:

x = range(3, 20, 2)  
for n in x:  
  print(n)

|  |  |
| --- | --- |
| **repr()** | Returns a readable version of an object |

# Python reversed() Function

### Example

Reverse the sequence of a list, and print each item:

alph = ["a", "b", "c", "d"]  
ralph = reversed(alph)  
for x in ralph:  
  print(x)

## Definition and Usage

The reversed() function returns a reversed iterator object.

## Syntax

reversed(sequence)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| sequence | Required. Any iterable object |

# Python round() Function

### Example

Round a number to only two decimals:

x = round(5.76543, 2)  
print(x)

## Definition and Usage

The round() function returns a floating point number that is a rounded version of the specified number, with the specified number of decimals.

The default number of decimals is 0, meaning that the function will return the nearest integer.

## Syntax

round(number, digits)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| number | Required. The number to be rounded |
| digits | Optional. The number of decimals to use when rounding the number. Default is 0 |

## More Examples

### Example

Round to the nearest integer:

x = round(5.76543)  
print(x)

# Python set() Function

### Example

Create a set containing fruit names:

x = set(('apple', 'banana', 'cherry'))

## Definition and Usage

The set() function creates a set object.

The items in a set list are unordered, so it will appear in random order.

Read more about sets in the chapter [Python Sets](https://www.w3schools.com/python/python_sets.asp).

## Syntax

set(iterable)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | Required. A sequence, collection or an iterator object |

# Python setattr() Function

### Example

Change the value of the "age" property of the "person" object:

class Person:  
  name = "John"  
  age = 36  
  country = "Norway"  
  
setattr(Person, 'age', 40)

## Definition and Usage

The setattr() function sets the value of the specified attribute of the specified object.

## Syntax

setattr(object, attribute, value)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Required. An object. |
| attribute | Required. The name of the attribute you want to set |
| value | Required. The value you want to give the specified attribute |

## Related Pages

The [delattr()](https://www.w3schools.com/python/ref_func_delattr.asp) function, to remove an attribute

The [getattr()](https://www.w3schools.com/python/ref_func_getattr.asp) function, to get the value of an attribute

The [hasattr()](https://www.w3schools.com/python/ref_func_hasattr.asp) function, to check if an attribute exist

# Python slice() Function

### Example

Create a tuple and a slice object. Use the slice object to get only the two first items of the tuple:

a = ("a", "b", "c", "d", "e", "f", "g", "h")  
x = slice(2)  
print(a[x])

## Definition and Usage

The slice() function returns a slice object.

A slice object is used to specify how to slice a sequence. You can specify where to start the slicing, and where to end. You can also specify the step, which allows you to e.g. slice only every other item.

## Syntax

slice(start, end, step)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| start | Optional. An integer number specifying at which position to start the slicing. Default is 0 |
| end | An integer number specifying at which position to end the slicing |
| step | Optional. An integer number specifying the step of the slicing. Default is 1 |

## More Examples

### Example

Create a tuple and a slice object. Start the slice object at position 3, and slice to position 5, and return the result:

a = ("a", "b", "c", "d", "e", "f", "g", "h")  
x = slice(3, 5)  
print(a[x])

### Example

Create a tuple and a slice object. Use the step parameter to return every third item:

a = ("a", "b", "c", "d", "e", "f", "g", "h")  
x = slice(0, 8, 3)  
print(a[x])

# Python sorted() Function

### Example

Sort a tuple:

a = ("a", "b", "c", "d", "e", "f", "g", "h")  
x = slice(2)  
print(a[x])

## Definition and Usage

The sorted() function returns a sorted list of the specified iterable object.

You can specify ascending or descending order. Strings are sorted alphabetically, and numbers are sorted numerically.

**Note:** You cannot sort a list that contains BOTH string values AND numeric values.

## Syntax

sorted(iterable, key=key, reverse=reverse)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | Required. The sequence to sort, list, dictionary, tuple etc. |
| key | Optional. A Function to execute to decide the order. Default is None |
| reverse | Optional. A Boolean. False will sort ascending, True will sort descending. Default is False |

## More Examples

### Example

Sort numeric:

a = (1, 11, 2)  
x = sorted(a)  
print(a[x])

### Example

Sort ascending:

a = ("a", "b", "c", "d", "e", "f", "g", "h")  
x = sort(a, reverse=True)  
print(a[x])

# Python str() Function

### Example

Convert the number 3.5 into an string:

x = str(3.5)

## Definition and Usage

The str() function converts the specified value into a string.

## Syntax

str(object, encoding=encoding, errors=errors)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Any object. Specifies the object to convert into a string |
| encoding | The encoding of the object. Default is UTF-8 |
| errors | Specifies what to do if the decoding fails |

## More Examples

### Example

Convert a string into an integer:

x = int("12")

# Python sum() Function

### Example

Add all items in a tuple, and return the result:

a = (1, 2, 3, 4, 5)  
x = sum(a)

## Definition and Usage

The sum() function returns a number, the sum of all items in an iterable.

## Syntax

sum(iterable, start)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | Required. The sequence to sum |
| start | Optional. A value that is added to the return value |

## More Examples

### Example

Start with the number 7, and add all the items in a tuple to this number:

a = (1, 2, 3, 4, 5)  
x = sum(a, 7)

|  |  |
| --- | --- |
| **@staticmethod()** | Converts a method into a static method |

# Python tuple() Function

### Example

Create a tuple containing fruit names:

x = tuple(('apple', 'banana', 'cherry'))

## Definition and Usage

The tuple() function creates a tuple object.

**Note:** You cannot change or remove items in a tuple.

Read more about sets in the chapter [Python Tuples](https://www.w3schools.com/python/python_tuples.asp).

## Syntax

tuple(iterable)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterable | Required. A sequence, collection or an iterator object |

# Python type() Function

### Example

Return the type of these objects:

a = ('apple', 'banana', 'cherry')  
b = "Hello World"  
c = 33  
  
x = type(a)  
y = type(b)  
z = type(c)

## Definition and Usage

The type() function returns the type of the specified object

## Syntax

type(object, bases, dict)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Required. If only one parameter is specified, the type() function returns the type of this object |
| bases | Optional. Specifies the base classes |
| dict | Optional. Specifies the namespace with the definition for the class |

# Python vars() Function

### Example

Return the \_\_dict\_\_ atribute of an object called Person:

class Person:  
  name = "John"  
  age = 36  
  country = "norway"  
  
x = vars(Person)

## Definition and Usage

The vars() function returns the \_\_dic\_\_ attribute of an object.

The \_\_dict\_\_ attribute is a dictionary containing the object's changeable attributes.

**Note:** calling the vars() function without parameters will return a dictionary containing the local symbol table.

## Syntax

vars(object)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| object | Any object with a \_\_dict\_\_attribute |

# Python zip() Function

### Example

Join two tuples together:

a = ("John", "Charles", "Mike")  
b = ("Jenny", "Christy", "Monica", "Vicky")  
  
x = zip(a, b)

## Definition and Usage

The zip() function returns a zip object, which is an iterator of tuples where the first item in each passed iterator is paired together, and then the second item in each passed iterator are paired together etc.

If the passed iterators have different lengths, the iterator with least items decides the length of the new iterator.

## Syntax

zip(iterator1, iterqator2, iterator3 ...)

## Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| iterator1, iterqator2, iterator3 ... | Iterator objects that will be joined together |

## More Examples

### Example

If one tuple contains more items, these items are ignored:

a = ("John", "Charles", "Mike")  
b = ("Jenny", "Christy", "Monica", "Vicky")  
  
x = zip(a, b)